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**Java Keywords**
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Integer
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Double
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A list of Java keywords or reserved words are given below:

1. [**abstract**](https://www.javatpoint.com/abstract-keyword-in-java)**:** Java abstract keyword is used to declare abstract class. Abstract class can provide the implementation of interface. It can have abstract and non-abstract

methods.

Abstract void demo();

1. [**boolean:**](https://www.javatpoint.com/boolean-keyword-in-java) Java boolean keyword is used to declare a variable as a boolean type. It can hold True and False values only.
2. [**break**](https://www.javatpoint.com/java-break)**:** Java break keyword is used to break loop or switch statement. It breaks the current flow of the program at specified condition.
3. [**byte**](https://www.javatpoint.com/byte-keyword-in-java)**:** Java byte keyword is used to declare a variable that can hold an 8-bit data values.
4. [**case**](https://www.javatpoint.com/case-keyword-in-java)**:** Java case keyword is used to with the switch statements to mark blocks of text.
5. [**catch**](https://www.javatpoint.com/try-catch-block)**:** Java catch keyword is used to catch the exceptions generated by try statements. It must be used after the try block only.
6. [**char**](https://www.javatpoint.com/char-keyword-in-java)**:** Java char keyword is used to declare a variable that can hold unsigned 16-bit Unicode characters
7. [**class**](https://www.javatpoint.com/class-keyword-in-java)**:** Java class keyword is used to declare a class.
8. [**continue**](https://www.javatpoint.com/java-continue)**:** Java continue keyword is used to continue the loop. It continues the current flow of the program and skips the remaining code at the specified condition.
9. [**default**](https://www.javatpoint.com/default-keyword-in-java)**:** Java default keyword is used to specify the default block of code in a switch statement.
10. [**do**](https://www.javatpoint.com/java-do-while-loop)**:** Java do keyword is used in control statement to declare a loop. It can iterate a part of the program several times.
11. [**double**](https://www.javatpoint.com/double-keyword-in-java)**:** Java double keyword is used to declare a variable that can hold a 64-bit floating-point numbers.
12. [**else**](https://www.javatpoint.com/java-if-else)**:** Java else keyword is used to indicate the alternative branches in an if statement.
13. [**enum**](https://www.javatpoint.com/enum-in-java)**:** Java enum keyword is used to define a fixed set of constants. Enum constructors are always private or default.
14. [**extends**](https://www.javatpoint.com/inheritance-in-java)**:** Java extends keyword is used to indicate that a class is derived from another class or interface.
15. [**final**](https://www.javatpoint.com/final-keyword)**:** Java final keyword is used to indicate that a variable holds a constant value. It is applied with a variable. It is used to restrict the user.
16. [**finally**](https://www.javatpoint.com/finally-block-in-exception-handling)**:** Java finally keyword indicates a block of code in a try-catch structure. This block is always executed whether exception is handled or not.
17. [**float**](https://www.javatpoint.com/float-keyword-in-java)**:** Java float keyword is used to declare a variable that can hold a 32-bit floating-point number.
18. [**for**](https://www.javatpoint.com/java-for-loop)**:** Java for keyword is used to start a for loop. It is used to execute a set of instructions/functions repeatedly when some conditions become true. If the number of iteration is fixed, it is recommended to use for loop.
19. [**if**](https://www.javatpoint.com/java-if-else)**:** Java if keyword tests the condition. It executes the if block if condition is true.
20. [**implements**](https://www.javatpoint.com/interface-in-java)**:** Java implements keyword is used to implement an interface.
21. [**import**](https://www.javatpoint.com/package)**:** Java import keyword makes classes and interfaces available and accessible to the current source code.
22. [**instanceof**](https://www.javatpoint.com/downcasting-with-instanceof-operator)**:** Java instanceof keyword is used to test whether the object is an instance of the specified class or implements an interface.
23. [**int**](https://www.javatpoint.com/int-keyword-in-java)**:** Java int keyword is used to declare a variable that can hold a 32-bit signed integer.
24. [**interface**](https://www.javatpoint.com/interface-in-java)**:** Java interface keyword is used to declare an interface. It can have only abstract methods.
25. [**long**](https://www.javatpoint.com/long-keyword-in-java)**:** Java long keyword is used to declare a variable that can hold a 64-bit integer.
26. **native:** Java native keyword is used to specify that a method is implemented in native code using JNI (Java Native Interface).
27. [**new**](https://www.javatpoint.com/new-keyword-in-java)**:** Java new keyword is used to create new objects.
28. [**null**](https://www.javatpoint.com/null-keyword-in-java)**:** Java null keyword is used to indicate that a reference does not refer to anything. It removes the garbage value.
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1. [**package**](https://www.javatpoint.com/package)**:** Java package keyword is used to declare a Java package that includes the classes.
2. [**private**](https://www.javatpoint.com/private-keyword-in-java)**:** Java private keyword is an access modifier. It is used to indicate that a method or variable may be accessed only in the class in which it is declared.
3. [**protected**](https://www.javatpoint.com/protected-keyword-in-java)**:** Java protected keyword is an access modifier. It can be accessible within package and outside the package but through inheritance only. It can't be applied on the class.
4. [**public**](https://www.javatpoint.com/public-keyword-in-java)**:** Java public keyword is an access modifier. It is used to indicate that an item is accessible anywhere. It has the widest scope among all other modifiers.
5. [**return**](https://www.javatpoint.com/return-keyword-in-java)**:** Java return keyword is used to return from a method when its execution is complete.
6. [**short**](https://www.javatpoint.com/short-keyword-in-java)**:** Java short keyword is used to declare a variable that can hold a 16-bit integer.
7. [**static**](https://www.javatpoint.com/static-keyword-in-java)**:** Java static keyword is used to indicate that a variable or method is a class method. The static keyword in Java is used for memory management mainly.
8. [**strictfp**](https://www.javatpoint.com/strictfp-keyword)**:** Java strictfp is used to restrict the floating-point calculations to ensure portability.
9. [**super**](https://www.javatpoint.com/super-keyword)**:** Java super keyword is a reference variable that is used to refer parent class object. It can be used to invoke immediate parent class method.
10. [**switch**](https://www.javatpoint.com/java-switch)**:** The Java switch keyword contains a switch statement that executes code based on test value. The switch statement tests the equality of a variable against multiple values.
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1. [**synchronized**](https://www.javatpoint.com/synchronization-in-java)**:** Java synchronized keyword is used to specify the critical sections or methods in multithreaded code.
2. [**this**](https://www.javatpoint.com/this-keyword)**:** Java this keyword can be used to refer the current object in a method or constructor.
3. [**throw**](https://www.javatpoint.com/throw-keyword)**:** The Java throw keyword is used to explicitly throw an exception. The throw keyword is mainly used to throw custom exception. It is followed by an instance.
4. [**throws**](https://www.javatpoint.com/throws-keyword-and-difference-between-throw-and-throws)**:** The Java throws keyword is used to declare an exception. Checked exception can be propagated with throws.
5. [**transient**](https://www.javatpoint.com/transient-keyword)**:** Java transient keyword is used in serialization. If you define any data member as transient, it will not be serialized.
6. [**try**](https://www.javatpoint.com/try-catch-block)**:** Java try keyword is used to start a block of code that will be tested for exceptions. The try block must be followed by either catch or finally block.

try{

}

finally()

{

}

1. **void:** Java void keyword is used to specify that a method does not have a return value.
2. [**volatile**](https://www.javatpoint.com/volatile-keyword-in-java)**:** Java volatile keyword is used to indicate that a variable may change asynchronously.
3. [**while**](https://www.javatpoint.com/java-while-loop)**:** Java while keyword is used to start a while loop. This loop iterates a part of the program several times. If the number of iteration is not fixed, it is recommended to use while loop.

Loops

For

Nested for loop

While
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## Control Statements

* if statement
* if-else statement
* else-if ladder
* nested if statement

**Syntax**

**If(a>b) T/F**

**{**

**----**

**---**

**}//**

**Int a=20,b=10;**

**If(a>b)-->t/F**

**{**

**System.out.println(“a is big”);**

**}**

**if**(condition){

//code to be executed

}

 if-else statement

**Syntax:**

**if**(condition){

//code if condition is true

}**else**{

//code if condition is false

}

else-if ladder statement **Syntax:**

**if**(condition1){

//code to be executed if condition1 is true

}

**else** **if**(condition2){

//code to be executed if condition2 is true

}

**else** **if**(condition3){

//code to be executed if condition3 is true

}

...

else

{

//code to **else**be executed if all the conditions are false

}

nested if statement.

**Syntax:**

**if**(condition){

     //code to be executed

**if**(condition){

             //code to be executed

    }

}

If ()T/F

{

If()T/f

{----

}

Else

{

}

}

Else

{

}

**Switch syntax**

**Switch()**

**{**

**Case 1:**

**Break;**

**switch**(expression){

**case** value1:

 //code to be executed;

**break**;  //optional

**case** value2:

 //code to be executed;

**break**;  //optional

......

**default**:

 code to be executed **if** all cases are not matched;

}

|  |  |  |  |
| --- | --- | --- | --- |
| **Comparison** | **for loop** | **while loop** | **do while loop** |
| Introduction | The Java for loop is a control flow statement that iterates a part of the [programs](https://www.javatpoint.com/java-programs) multiple times. | The Java while loop is a control flow statement that executes a part of the programs repeatedly on the basis of given boolean condition. | The Java do while loop is a control flow statement that executes a part of the programs at least once and the further execution depends upon the given boolean condition. |
| When to use | If the number of iteration is fixed, it is recommended to use for loop. | If the number of iteration is not fixed, it is recommended to use while loop. | If the number of iteration is not fixed and you must have to execute the loop at least once, it is recommended to use the do-while loop. |
| Syntax | for(init;condition;incr/decr){  // code to be executed  } | while(condition){  //code to be executed  } | do{  //code to be executed  }while(condition); |
| Example | //for loop  for(int i=1;i<=10;i++){  System.out.println(i);  } | //while loop  int i=1;  while(i<=10){  System.out.println(i);  i++;  } | //do-while loop  int i=1;  do{  System.out.println(i);  i++;  }while(i<=10); |

OOPs (Object-Oriented Programming System)

Object means a real-world entity such as a pen, chair, table, computer, watch, etc.

**Object-Oriented Programming** is a methodology or paradigm to design a program using classes and objects. It simplifies software development and maintenance by providing some concepts:

* [Object](https://www.javatpoint.com/object-and-class-in-java)
* Class
* [Inheritance](https://www.javatpoint.com/inheritance-in-java)
* [Polymorphism](https://www.javatpoint.com/runtime-polymorphism-in-java)
* [Abstraction](https://www.javatpoint.com/abstract-class-in-java)
* [Encapsulation](https://www.javatpoint.com/encapsulation)

## Object

**An object is an instance of a class.** A class is a template or blueprint from which objects are created.

So, an object is the instance(result) of a class.

**Object Definitions:**

* An object is *a real-world entity*.
* An object is *a runtime entity*.
* The object is *an entity which has state and behavior*.
* The object is *an instance of a class*.

Any entity that has state and behavior is known as an object.

For example, a chair, pen, table, keyboard, bike, etc. It can be physical or logical.

An Object can be defined as an instance of a class. An object contains an address and takes up some space in memory. Objects can communicate without knowing the details of each other's data or code. The only necessary thing is the type of message accepted and the type of response returned by the objects.

**Example:** A dog is an object because it has states like color, name, breed, etc. as well as behaviors like wagging the tail, barking, eating, etc.

## Class

Collection of objects is called class. It is a logical entity.

A class in Java can contain:

* **Fields**
* **Methods**
* **Constructors**
* **Blocks**
* **Nested class and interface**

A class can also be defined as a blueprint from which you can create an individual object.

Class doesn't consume any space.

### Inheritance

When one object acquires all the properties and behaviors of a parent object, it is known as inheritance.

It provides code reusability. It is used to achieve runtime polymorphism.
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### Polymorphism

If one task is performed in different ways, it is known as polymorphism. For example: to convince the customer differently, to draw something, for example, shape, triangle, rectangle, etc.

In Java, we use method overloading and method overriding to achieve polymorphism.

Another example can be to speak something; for example, a cat speaks meow, dog barks woof, etc.

#### Abstraction

Hiding internal details and showing functionality is known as abstraction. For example phone call, we don't know the internal processing.

In Java, we use abstract class and interface to achieve abstraction.
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### Encapsulation

Binding (or wrapping) code and data together into a single unit are known as encapsulation.

For example, a capsule, it is wrapped with different medicines.

A java class is the example of encapsulation. Java bean is the fully encapsulated class because all the data members are private here.

## What is a method in Java?

A **method** is a block of code or collection of statements or a set of code grouped together to perform a certain task or operation.

![Method in Java](data:image/png;base64,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)

# public

# private

protected

default

# 

# Java main() method

The main() is the starting point for JVM to start execution of a Java program. Without the main() method, JVM will not execute the program. The syntax of the main() method is:
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**public:** It is an access specifier. We should use a public keyword before the main() method so that JVM can identify the execution point of the program. If we use private, protected, and default before the main() method, it will not be visible to JVM.

**static:** You can make a method static by using the keyword static. We should call the main() method without creating an object. Static methods are the method which invokes without creating the objects, so we do not need any object to call the main() method.

**void:** In Java, every method has the return type. Void keyword acknowledges the compiler that main() method does not return any value.

**main():** It is a default signature which is predefined in the JVM. It is called by JVM to execute a program line by line and end the execution after completion of this method. We can also overload the main() method.

**String args[]:** The main() method also accepts some data from the user. It accepts a group of strings, which is called a string array. It is used to hold the command line arguments in the form of string values.

## Types of Method

There are two types of methods in Java:

* Predefined Method
* User-defined Method

### Predefined Method

In Java, predefined methods are the method that is already defined in the Java class libraries is known as predefined methods. It is also known as the **standard library method** or **built-in method**. We can directly use these methods just by calling them in the program at any point. Some pre-defined methods are **length(), equals(), compareTo(), sqrt(),** etc. When we call any of the predefined methods in our program, a series of codes related to the corresponding method runs in the background that is already stored in the library.

Each and every predefined method is defined inside a class. Such as **print()** method is defined in the **java.io.PrintStream** class. It prints the statement that we write inside the method. For example, **print("Java")**, it prints Java on the console.

Let's see an example of the predefined method.

**Demo.java**

1. **public** **class** Demo
2. {
3. **public** **static** **void** main(String[] args)
4. {
5. // using the max() method of Math class
6. System.out.print("The maximum number is: " + Math.max(9,7));
7. }
8. }

### User-defined Method

The method written by the user or programmer is known as **a user-defined** method. These methods are modified according to the requirement

Let's create a user defined method that checks the number is even or odd. First, we will define the method.

1. //user defined method
2. **public** **static** **void** findEvenOdd(**int** num)
3. {
4. //method body
5. **if**(num%2==0)
6. System.out.println(num+" is even");
7. **else**
8. System.out.println(num+" is odd");
9. }

**Constructors in Java**

Every time an object is created using the new() keyword, at least one constructor is called.

Class A{

Void m1(){

}

A(){

}

Class B{

Public static void main(string arg[]){

A obj = new A();

Obj.m1();

}

}

There are two types of constructors in Java: no-arg constructor, and parameterized constructor.

**Note:** It is called constructor because it constructs the values at the time of object creation. It is not necessary to write a constructor for a class. It is because java compiler creates a default constructor if your class doesn't have any.

### Rules for creating Java constructor

There are two rules defined for the constructor.

1. Constructor name must be the same as its class name
2. A Constructor must have no explicit return type
3. A Java constructor cannot be abstract, static, final, and synchronized

Types of Java constructors

There are two types of constructors in Java:

Default constructor (no-arg constructor)

Parameterized constructor

//Java Program to create and call a default constructor

**class** Bike1{

//creating a default constructor

Bike1(){System.out.println("Bike is created");}

/main method

**public** **static** **void** main(String args[]){

//calling a default constructor

Bike1 b=**new** Bike1();

}

}

### Example of parameterized constructor

In this example, we have created the constructor of Student class that have two parameters. We can have any number of parameters in the constructor.

//Java Program to demonstrate the use of the parameterized constructor.

**class** Student4{

**int** id;

    String name;

    //creating a parameterized constructor

   Student4(**int** i,String n){

   id = i;

    name = n;

    }

    //method to display the values

**void** display(){System.out.println(id+" "+name);}

**public** **static** **void** main(String args[]){

    //creating objects and passing values

    Student4 s1 = **new** Student4(111,"Karan");

    Student4 s2 = **new** Student4(222,"Aryan");

    //calling method to display the values of object

    s1.display();

    s2.display();

   }

}

### Example of Constructor Overloading

//Java program to overload constructors

**class** Student5{

**int** id;

    String name;

**int** age;

    //creating two arg constructor

    Student5(**int** i,String n){

    id = i;

    name = n;

    }

    //creating three arg constructor

    Student5(**int** i,String n,**int** a){

    id = i;

    name = n;

    age=a;

    }

**void** display(){System.out.println(id+" "+name+" "+age);}

**public** **static** **void** main(String args[]){

    Student5 s1 = **new** Student5(111,"Karan");

    Student5 s2 = **new** Student5(222,"Aryan",25);

    s1.display();

    s2.display();

   }

}

Difference between constructor and method in Java

There are many differences between constructors and methods. They are given below.

|  |  |
| --- | --- |
| **Java Constructor** | **Java Method** |
| A constructor is used to initialize the state of an object. | A method is used to expose the behavior of an object. |
| A constructor must not have a return type. | A method must have a return type. |
| The constructor is invoked implicitly. | The method is invoked explicitly. |
| The Java compiler provides a default constructor if you don't have any constructor in a class. | The method is not provided by the compiler in any case. |
| The constructor name must be same as the class name. | The method name may or may not be same as the class name. |

class multiplestaticblocks

{

public static void main(string[]args);

{

system.out.println("main");

}

static

{

system.out.println("SB2");

}

static

{

system.out.println("SB1");

}

}